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BEAST-GNN: A United Bit Sparsity-Aware
Accelerator for Graph Neural Networks
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Abstract—Graph Neural Networks (GNNs) excel in processing
graph-structured data, making them attractive and promising
for tasks such as recommender systems and traffic forecasting.
However, GNNs’ irregular computational patterns limit their
ability to achieve low latency and high energy efficiency, par-
ticularly in edge computing environments. Current GNN accel-
erators predominantly focus on value sparsity, underutilizing
the potential performance gains from bit-level sparsity. How-
ever, applying existing bit-serial accelerators to GNNs presents
several challenges. These challenges arise from GNNs’ more
complex data flow compared to conventional neural networks,
as well as difficulties in data localization and load balancing
with irregular graph data. To address these challenges, we
propose BEAST-GNN, a bit-serial GNN accelerator that fully
exploits bit-level sparsity. BEAST-GNN introduces streamlined
sparse-dense bit matrix multiplication for optimized data flow, a
column-overlapped graph partitioning method to enhance data
locality by reducing memory access inefficiencies, and a sparse
bit-counting strategy to ensure balanced workload distribution
across processing elements (PEs). Compared to state-of-the-
art accelerators, including HyGCN, GCNAX, Laconic, GROW,
I-GCN, SGCN, and MEGA, BEAST-GNN achieves speedups of
21.7%, 6.4x, 10.5%x, 3.7x, 40X, 3.3X, and 1.4X respectively,
while also reducing DRAM access by 36.3x, 7.9, 6.6 X, 3.9%,
5.38%, 3.37X, and 1.44 X. Additionally, BEAST-GNN consumes
only 4.8%, 12.4%, 19.6%, 27.7%, 17.0%, 26.5%, and 82.8% of
the energy required by these architectures.

Index Terms—Graph neural network, GNN accelerator, hard-
ware accelerator, bit-serial computation, bit-level sparsity.
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1. INTRODUCTION

RAPH Neural Networks (GNNs) have gained significant
G attention due to their great potential to address graph-
structured data. By iteratively aggregating information from
neighboring nodes, GNNs capture intricate correlations, which
facilitates the application of GNNs in various fields such as rec-
ommender systems [40], [25], point cloud segmentation [30],
traffic forecasting [5], and autonomous driving [45].

However, as shown in Fig. 1(a), the irregular computational
patterns in GNNs lead to low inference efficiency [39], [26].
This inefficiency prevents GNNs from meeting the demands
for low latency and energy efficiency in edge computing ap-
plications, such as autonomous driving [45] and point cloud
segmentation [30].

In response, there has been a growing body of research fo-
cused on developing hardware accelerators tailored for GNNS.
State-of-the-art GNN accelerators, such as GCNAX [24],
I-GCN [14], and GROW [21], primarily leverage value spar-
sity in adjacency and feature matrices, optimizing performance
through sparse-dense matrix multiplication (SpDeGEMM).

While these GNN accelerators optimize performance through
value sparsity, they introduce significant memory access over-
heads when applied to dense feature datasets [41]. To ad-
dress this issue, we focus on exploiting the finer-grained
bit-level sparsity inherent in GNNs, which allows for more
efficient memory management and improved computational
performance by reducing redundant memory accesses and un-
necessary bit-level computations. First, Fig. 1(b) illustrates that
the adjacency matrix, which represents edge connections using
a single bit, exhibits over 99.8% bit sparsity. Second, recent
studies have shown that quantizing GNN features and weights
to lower, flexible bit-widths not only maintains accuracy but
also significantly enhances efficiency by reducing memory and
computational overhead [8], [35], [37]. As shown in Fig. 1(f),
flexible bit-widths reduce memory accesses and computational
costs by an average of 71%. Furthermore, as demonstrated in
Fig. 1(c) and 1(d), the bit-level sparsity of quantized features
and weights increases by an average of 29.4% and 53.8%,
respectively, compared to their value-level sparsity.

Nonetheless, existing sparse bit-serial accelerators face lim-
itations that make them unsuitable for GNNs, prompting us
to identify and analyze three key challenges that hinder the
effective adaptation of current acceleration techniques. First, the
different computational phases in GNN layers complicates data
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Fig. 1. (a) Illustration of a GNN layer highlighting value and bit-level
sparsity. (b)—(d) Comparison of value-level sparsity and bit-level sparsity in
the adjacency, feature and weight matrices, as applied in the GCN-SGQuant
model [8]. (e) Latency breakdown of GCN-SGQuant on NVIDIA Tesla V100.
(f) Comparison of memory access and computation for GCN-SGQuant, using
a fixed bit width of 16 bits and flexible bit widths varying between 2, 4, 8,
and 16 bits.

flow, necessitating thorough optimization for efficient bit-serial
computation [24]. Second, the irregular structure of graph data
makes it challenging for existing sparse bit-serial accelerators
to address data locality, resulting in redundant memory accesses
[21]. Third, existing sparse bit-serial accelerators are primarily
optimized for convolutional neural networks (CNNs), which
exhibit a more uniform data distribution, allowing for more
predictable processing patterns compared to GNNSs, as shown
in Fig. 2. In contrast, adjacency bit matrices in GNNs follow
power-law distributions, resulting in highly imbalanced data
workloads, creating severe load-balancing issues [13].
Therefore, we propose BEAST-GNN, a sparse bit-serial ac-
celerator specialized for GNNs. First, as shown in Fig. 3,
BEAST-GNN employs sparse coding for the weight bit-matrix
similar to the adjacency matrix, consolidates Aggregation and
Combination into a streamlined sparse-dense bit matrix mul-
tiplication with optimized data flow. Our insight is that since
GNN weights are shared among nodes, they account for a small
percentage of storage [20]. Thus, their bit-sparse matrices can
be encoded and retained entirely on-chip, avoiding repeated
memory accesses required for feature matrices. Second, to
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bit matrix for graph datasets, and (b) the quantized CNN weight bit matrix
processed through the Im2col transformation, In (a), the horizontal axis
denotes the graph datasets, whereas in (b), it denotes the CNN models [43].
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Fig. 3. The Combination XW and Aggregation A(XW) phases can be
unified into a matrix multiplication process of sparse and dense bit matrices
by transforming the value matrices into bit matrices”. The booth encoding is
to further reduce the number of bits that need to be computed [12].

address irregular data access in the graph structure, BEAST-
GNN performs a column overlap-based reorder operation on
the adjacency matrix, effectively improving data locality. Third,
to handle the power-law distribution of graph-structured data,
BEAST-GNN uses a sparse bit counting strategy to achieve
optimal load balance among PEs.

Compared to the existing state-of-the-art GNN and bit-serial
accelerators, including HyGCN, GCNAX, Laconic, GROW,
I-GCN, SGCN, and MEGA, BEAST-GNN achieves 21.7x,
6.4x, 10.5%, 3.7x, 4.0x, 3.3%, and 1.4x speedup, respec-
tively. Moreover, it reduces DRAM access by 36.3x, 7.9x,
6.6%,3.9x%,5.38x%, 3.37x, and 1.44 X, respectively, while con-
suming only 4.8%, 12.4%, 19.6%, 27.7%, 17.0%, 26.5%, and
82.8% of the energy by the aforementioned architectures. To

OSparse bit matrices for the Laplacian matrix A in GCN can be generated
by applying the same processing used for W.
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the best of our knowledge, BEAST-GNN is the first GNN ac-
celerator that fully utilizes bit-level sparsity. Our contributions
are summarized as follows:

* We conduct an in-depth analysis of the acceleration poten-
tial of state-of-the-art GNN models, considering value and
bit sparsity across various datasets and data bit widths.

* We present BEAST-GNN, a GNN accelerator leveraging
bit-serial computation and bit sparsity to enhance compu-
tational efficiency.

¢ We implement our architecture design in RTL and evaluate
it using detailed microarchitectural simulations on four
real-world graph datasets and three GNN models.

II. BACKGROUND AND RELATED WORK
A. Graph Neural Network Structure

The GNN model consists of multiple layers, each updating
node representations by aggregating features from neighboring
nodes. GNNs efficiently capture complex graph structures, en-
abling them to outperform conventional methods that struggle
with modeling the intricate relationships present in tasks such
as recommendation systems [29], [25] and traffic forecasting
[31, [5]. The computation of a GNN layer has two phases:
Aggregation and Combination. Similar to conventional graph
algorithms [9], [38], the structure of the graph is considered in
the Aggregation phase, where each node gathers information
from its neighbors to compute a message vector. This vector
is then used by the target node to update its representation.
The Combination phase involves a feedforward neural network
that takes the aggregated message vector and the current node
representation to produce a new node representation. These
phases repeat across multiple layers, capturing complex node
interactions within the graph. The forward propagation from
layer [ to [ + 1 is expressed in Eq. (1).

x U+ :g(AX(l)W(l)). (1)

A represents the adjacency matrix of the graph. In this matrix,
each row corresponds to a vertex and represents its connections
with all other vertices in the graph. X () is a matrix containing
input feature vectors of all vertices in layer [, where each
column represents a feature, and each row denotes a vertex’s
feature vector. W is the GNN’s model parameters, which are
subject to training. o is the activation function. It is worth noting
that the weights W are shared among nodes in a GNN, so they
account for a very small percentage of storage compared to the
features X [8].

B. Graph Neural Network Accelerators

Due to the non-Euclidean structure of graphs, GNNs exhibit
irregular memory access patterns and complex data dependen-
cies compared to conventional neural networks [39], [13], [14],
[16], [24], [23], [21], [44]. Consequently, many researchers
are focused on designing specialized hardware accelerators for
GNNs. To address the Aggregation and Combination hetero-
geneity in GNNs, HyGCN [39] introduces a hybrid architecture
accelerator that considers the sparse and dense computation

IEEE TRANSACTIONS ON COMPUTERS, VOL. 74, NO. 7, JULY 2025

Converting
exp. to value
form

Bit
Parallel
Input

MSB — LSB

(a) (®) ©

Fig. 4. Implementing a 3-bit Multiply-Accumulate operation in hardware
using the inner product form. (a) Bit-parallel computation. (b) Bit-serial
computation for A. (c) Bit-serial computation for A and B.

patterns in GCN operations. However, due to varying computa-
tional requirements of different datasets and models, this hybrid
architecture may lead to load imbalances between the aggrega-
tion and combination engines. AWB-GCN [13] addresses the
power-law distribution in graphs by implementing an online
load-balancing mechanism for GNN accelerators. I-GCN [14]
improves data locality by reordering node processing sequences
on-the-fly, but real-time scheduling adds significant time and
energy overhead. GCNAX [24] and EGCN [16] optimizes
GCN computation by restructuring matrix multiplications as
for loops and enhancing loop efficiency through reordering,
expansion, and fusion. However, for large graphs, optimizing
loop structures alone cannot overcome the challenges of irreg-
ular data access patterns. GROW [21] improves memory access
and overall performance for high-degree nodes by using row-
wise products and Metis-based graph partitioning. However,
sparse connections between subgraphs can lead to increased
DRAM accesses, hindering performance and energy efficiency.
MEGA [44] enables flexible quantization of bit-width for graph
node features through a hardware-software co-design. However,
MEGA can only support its own quantization scheme and does
not exploit bit sparsity.

C. Bit-Serial Computation

Bit-serial computation breaks operands into individual bits,
performing operations sequentially on each bit [7], unlike bit-
parallel computation, where all bits are processed simultane-
ously. Fig. 4 shows bit-parallel and two bit-serial computations
using a 3-bit multiply-accumulate operation. In Fig. 4(b), the
multiplier is input in bit-serial form, converting multiplication
into a series of shift and add operations, adaptable to mul-
tipliers of any bit-width. The execution time depends on the
bit-serial input length. In Fig. 4(c), both multipliers are input
serially, turning multiplication into summation of exponents
of essential bits, with the product decoded by the DEC after
exponential addition. BEAST-GNN’s PE design is optimized
from the configuration in Fig. 4(c) to utilize bit sparsity. Bit-
serial computation allows faster calculations and lower power
consumption with varying bit widths compared to conventional
fixed-width arithmetic circuits. It leverages bit sparsity by com-
puting only non-zero bits, reducing energy requirements [32].
This approach has gained attention in deep learning accelera-
tion for reducing memory bandwidth and computation needs in
CNNs [2], [31], [34].
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TABLE I
ACCURACY OF GCN, GIN AND SMP-GNN(SMP) oON CORA, CITESEER, ARXIV AND COLLAB DATASETS WITH VARIOUS QUANTIZATION
METHODS AND BIT WIDTHS. GCN-SGQUANT QUANTIZES FEATURES FOR EACH LAYER AND NODE SEPARATELY
WITHOUT QUANTIZING WEIGHTS. WE QUANTIFIED THE WEIGHTS AS INT16. ‘‘A.B.”” REPRESENTS THE AVERAGE BIT-WIDTH
OF THE FEATURE AND HIDDEN LAYER FEATURE

Dataset GCN [8] GIN [35] SMP [37]
FP32 SGQuant FP32 INTS8 FP32 INT4 INT2
Cora (Accuracy %) 84.50 £+ 1.83 2213; ::21845 73.60 &+ 1.43 7230 £2.73 | 82.80 + 1.45 81.40 &+ 1.52 74.60 £+ 3.73
CiteSeer (Accuracy %) | 74.39 £ 1.32 (722]; ;23‘93(; 56.00 & 1.67 56.20 & 1.98 | 70.00 £ 0.89  68.63 £ 1.23 64.36 £ 1.44
ArXiv (Accuracy %) 70.29 £+ 0.78 (6/261233 (1)2282) 5383 £ 1.16 4638 & 1.20 | 72.58 £ 098 68.58 £ 1.26  65.22 £ 2.65
Collab (Hit@100 %) 51.65 £+ 1.80 5(26?3 ::320;)2 32.81 £ 133 3124 £1.24 | 5333 £ 123 5125+ 182 4732 £2.24
However, existing bit-serial neural network accelerators are TABLE II

designed to handle euclidean data structures, such as pictures
or videos, without taking into account the irregularity of graph
structures. As a result, conventional bit-serial architectures are
ill-equipped to handle the high degree of sparsity present in ad-
jacency matrices in GNNs, which poses a significant challenge
for data locality and load balance.

III. OPPORTUNITIES AND CHALLENGES

In this section, we analyze the impact of bit width and bit
sparsity on GNN computation across different bit widths. Then,
we explore how the Aggregation and Combination phases can
be unified at the bit level. Finally, we analyze the challenges
of designing a bit-serial GNN accelerator that exploits bit-level
sparsity.

A. Bit Width and Sparsity Analysis on GNNs

1) GNNs have flexible requirements for bit widths.
First, during the GNN computation, the adjacency matrix A
must be represented using only a single bit, i.e., either 0 or
1, to indicate the presence or absence of edge connections.
Second, the low bit-width can also be advantageous for the
weights I and feature X. As GNNs employ an iterative neigh-
bor aggregation process for node information fusion, the slight
loss of quantization can be largely mitigated [8], [35], [37].
Table I presents the accuracy performance of multiple GNNs
with varying bit-widths and datasets, corresponding to differ-
ent tasks. The specifics of the datasets and models utilized
in the experiments can be found in Table II. We select two
representative datasets with sparse features, Cora and CiteSeer,
and two representative datasets with dense features, OGBN-
ArXiv(ArXiv) and OGBL-Collab(Collab).

2) GNNs’ matrix multiplication computation process
exhibits significant bit sparsity. Fig. 5 demonstrates that,
when using float32 and value sparsity as the baseline, the GCN-
SGQuant can achieve a maximum speedup potential of 74 x on
the ogbn-collab dataset. For other datasets, the speedup poten-
tial of quantified GNN models ranges from 11x to 71x with
the consideration of bit sparsity. This performance improve-
ment can be attributed to three key factors. First, the adjacency
matrix has a high degree of bit sparsity, reducing the number

OVERVIEW OF DATASETS AND GNN MODEL INFORMATION UTILIZED IN
THE EXPERIMENT. THE ACTIVATION FUNCTION Is RELU

Datasets Cora CiteSeer ArXiv Collab
# of Nodes 2,708 3,327 169,343 235,868
# of Edges 13,264 12,431 1,166,243 | 1,285,465
Feature Length 1,433 3,703 128 128
Feature Value Density 1.27% 0.85% 100% 100%
Hidden GCN 256 256 256 256
Feature GIN 128 128 256 128
Length SMP 64 64 256 256
GCN 2 2 3 3
# of Layer GIN 5 3 2 2
SMP 10 10 10 10
Hidden GCN | 89.82% 90.39% 78.36% 68.86%
Feature GIN | 52.70% 52.12% 51.29% 65.88%
Density(Avg.) | SMP | 53.93% 51.30% 72.36% 69.23%

of computations required. Second, the quantized weights and
features have reduced bit-widths, decreasing the computational
load in bit-serial processing. Third, the quantization process
further increases the bit sparsity of weights and features.
Although the weight and feature matrix exhibits high value
density, a significant number of weights and features have val-
ues close to 0, resulting in a substantial amount of bit sparsity,
particularly for integer and fixed-point number [2].

B. Unifying Aggregation and Combination at Bit Level

GNN layers involve two-phase matrix multiplication, AX W,
where the computation order affects the number of Multiply-
Accumulate (MAC) operations. Research on AWB-GCN [13]
shows AXW can be computed as (AX) x W or A x (XW).
The A x (XW) order offers two benefits: the X W matrix is
generally smaller than X, reducing MAC operations. Addi-
tionally, sparse X matrices enable more efficient computations
with dense W matrices via two consecutive SpDeGEMM oper-
ations, avoiding the underutilization and load imbalance issues
found in hybrid architectures like HyGCN [39]. However, many
datasets, such as Reddit [15], Yelp [42], Collab [19], and ArXiv
[19], have dense X matrices. In these cases, as shown in Fig. 6,
computing XW with SpDeGEMM requires sparse coding of
dense X, leading to increased memory accesses.

We find that the weights exhibit high bit sparsity, as shown
in Fig. 7. We can use the same sparse storage format for
the weight bit matrix and the adjacency matrix, unifying
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Aggregation and Combination as bit-level SpDeGEMM.
Additionally, the weights W are shared among nodes in a
GNN, making each weight matrix small enough to be stored
on-chip [20]. Thus, sparse coding of the weight bit matrix
can be done on-chip, avoiding repeated memory accesses as
required for feature matrices.

C. Challenges on Accelerator Design

While sparse bit-serial computation can enhance efficiency
and reduce power consumption in GNNSs, existing accelerators
are not optimized for GNNs’ unique computation processes,
necessitating the design of specialized accelerators. However,
designing such accelerators presents three key challenges.

First, GNN layers involve two heterogeneous computa-
tional phases: Aggregation and Combination, making their data
flow more complex than conventional neural networks. Bit-
serial computation introduces an additional bit-width dimen-
sion, complicating matrix multiplication for both phases [2],

[31]. Therefore, the data flow must be carefully analyzed to
optimize computational efficiency in accelerator design. Sec-
ond, the irregular nature of graph data leads to non-contiguous
memory access patterns during the Aggregation phase, causing
frequent cache misses and increased DRAM accesses, which
raise computational latency and energy consumption [39]. This
irregularity hinders the effectiveness of sparse bit-serial ac-
celerators designed for regular data structures. Third, the un-
even distribution of connections in graph data, characteristic of
power-law distribution, complicates load balancing among PEs
[13]. In power-law distributed graphs, a small number of nodes
have many connections, resulting in a few rows or columns in
the adjacency matrix holding the majority of non-zero values.
Without specific load-balancing strategies, this uneven work-
load distribution leads to overloading of some PEs, increasing
computational latency and inefficiency.

IV. BEAST-GNN ARCHITECTURE

In this section, we first present the fundamental design
of BEAST-GNN. Second, we conduct a detailed analysis of
BEAST-GNN’s data flow and propose an optimized data flow
design. Third, we introduce a graph partitioning algorithm to
address the irregular memory access and sparsity challenges
inherent in graph data. Finally, we propose a load balancing
strategy to manage the computational challenges posed by the
power-law distribution of graph data.

A. Architecture Overview

Fig. 8(a) presents an overview of the BEAST-GNN architec-
ture, which comprises a controller, an encoder module, a on-
chip SRAM module, a fetcher and dispatcher, a PE module,
and an activator.

Within the encoders module, the booth encoder employs
Radix-4 booth encoding [4] to encode weights and features
following the value encoding scheme, which transforms val-
ues into exponential input form (for example, representing the
number 1000 as 3, denoting 23). Despite this transformation
into encoded exponential input form, we continue to refer to
it simply as “Bit”. Subsequently, the Sparse Encoder performs
sparse encoding on the bit matrix derived from each set of

Authorized licensed use limited to: HUNAN UNIVERSITY. Downloaded on August 19,2025 at 16:13:00 UTC from IEEE Xplore. Restrictions apply.



LUO et al.: BEAST-GNN: A UNITED BIT SPARSITY-AWARE ACCELERATOR

2
|PEO||PE1||PE2||PE3| |PEn| Inter-PE <
Accumulator
4 Ly x
I Fetcher and Dispatcher I I Activator I
A
T .
Input SRAM Output SRAM
Weight Feature
Bank /| ﬂ
b Vi ey | T A
Encoder
| Sparse Encoder I‘_' Booth Encoder I Controller =
I Memory Access Handler I
L v
| DRAM |
(@)
Feature Scalar Bit Spad | — Data  — Control |
e B e o0 o ga
I
£ | H—H=ped=—# L
£z 5%, <CINEN Bm
S 2 F—-+H=DECE=)H z I
b : & 2 :D: ~
£a | F—FEDPEGND£+ E booE
< =
& N =] £
[ T+ IE=ADECEDDA @
_— £
@ 4b | g
, 7 :DI
@ Read Input Bits ® Pl g}
e I
i , [ e
@ Decode Terms to Values \ + +D:D: =
3 Accumulate Values ! # Lo
s
@ DeMultiplex based on Coords : ,I :'qul
. I I
® Comp(?se High- and | / _'L.I‘D'
Low-bits Product == b \ ]
® Write Partial Sum Coords Spad
(b)

Fig. 8. (a) Architecture Overview. (b) Processing Element.

weight bits. In Section IV-C, we elucidate the rationale behind
encoding the sparse bit matrix in CSC format through dataflow
analysis.

The on-chip SRAM module comprises an input SRAM and
an output SRAM. The input SRAM contains two areas: a weight
area and a feature area. The fetcher and dispatcher retrieve
computational data from the on-chip SRAM to perform the bit-
serial SpDeGEMM, which is shown in Fig. 3. The fetcher and
dispatcher assign columns of the adjacency matrix or weight
bit sparse matrix, along with their corresponding features, to
the PE module for column-wise product at bit level. Thus, the
sparse matrices are saved in the CSC format. Since the column-
wise product of PEs is executed in parallel and a long column
may dispatch to more than one PE, the Inter-PE Accumulator
is necessary to accumulate the results of the column-wise prod-
uct. Finally, the Activator applies the activation function to the
output.

B. Processing Element Design

Fig. 8(b) depicts the architecture of the Processing
Element(PE), which comprises a Sparse Column Bit (Scratch
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Pad)Spad, a Feature Scalar Bit Spad, a Coordinates(Coords)
Spad, 8 adders, a set of decoders, a de-multiplexer, and a Partial
Sum Spad, where Bit Spads are implemented by registers, and
other Spads are implemented by SRAM. For each round of
calculation, the adder reads in 4 sparse column bits and 4 scalar
bits®, with the sparse column bits shared among the 4 column
adders and the scalar bits shared among the 4 row adders. Each
adder is linked to two Feature Scalar Bits, guaranteeing that a
group of Sparse Column Bits can calculate with two distinct
Feature Scalar Bits during a calculation cycle, thus preventing
the adder from idling. Once the adder has completed its
calculations, the results of each row are passed to the decoder
(DEC) to decode the bits as values®. The decoder is designed
with reference to Laconic [31]. Following decoding, the
results of one row of adder calculations need to be summed®.
The term Composer® and its nomenclature originate from
Locanic [31]. Its primary function is to expand the exponent
of Radix-4 Booth encoding, which inherently represents only
8-bit numbers, to accommodate higher bit representations.
BEAST-GNN has opted to extend this capability to 16 bits.
For example, assuming we have two 16-bit numbers a and b,
they can be represented as:

a=an; x 2° + a,,
b=bpn; x 28 + by,. )

In Eq. (2), ap; and a;, respectively represent each 8 bits from
the most significant to least significant in a. Similarly, b follows
the same pattern. We then perform multiplication:

axb=(an; x 28+ ajo) x (bp; x 28 + by,). 3)
Expanding this yields a similar form:

a X b=ap; X bp; X 216+(ahi X bio + a0 X bhz) x 28
+ ago X bio. “

Composer’s inputs and outputs are 16-bit and 32-bit respec-
tively to prevent overflow during calculations.

Finally, summing up these five parts gives us the final
product. Throughout the computation process, BEAST-GNN
guarantees that the intermediate results do not exceed the spec-
ified limits, thereby preventing overflow. Moreover, for signed
numbers, BEAST-GNN initially isolates the sign bit and sub-
sequently establishes the sign based on the computed results.
Thus, if required, the PE of BEAST-GNN can be extended to
accommodate 32-bit in a similar manner.

The result of this summation in Composer® is written to
the Partial Sum Spad® via the de-multiplexer®, according to
the coordinates of sparse matrix. The coordinates of the sparse
matrix are additionally stored in the Partial Sum Spad, a detail
omitted from the figure for clarity.

C. Dataflow Analysis

As BEAST-GNN considers the Combination and Aggrega-
tion process of GNNss at the bit-level, similar to SpDeGEMM,
it introduces an additional bit-width dimension compared to
conventional SpDeGEMM. To analyze the data flow for
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Data flow analysis of BEAST-GNN using tensor slicing: the Combination as an example. We did not include the Horizontal slice of X7 in the

figure because it suffers from the same issue as the Frontal slice of X T which requires access to all nodes. Additionally, the Outer Product, for which the
Horizontal slice of X7 is suited, has low output reuse and consumes a large amount of on-chip memory.

BEAST-GNN, we used a tensor slicing approach, as depicted
in Fig. 9. This approach is based on the multiplication of each
Booth-coded and sparsely coded weighted sparse bit matrix
with the feature bit matrix.

Fig. 9(a)-9(c) depict the three data flow for frontal slices of
X7 where W7 is sliced in frontal, horizontal, and lateral slices,
respectively. This slicing approach requires loading and encod-
ing all node features to obtain a bit matrix of X, which leads to
a significant amount of memory swapping in large graphs. The
horizontal slice of X suffers from the same issue as the frontal
slice of X, which requires access to all nodes. Additionally,
the outer product, for which the horizontal slice of X T is suited,
has low output reuse and consumes a large amount of on-chip
memory. The form of slicing W7 for horizontal slicing and X
for lateral slicing, as shown in Fig. 9(e), is similar to the calcu-
lation process of an inner product. However, this method gener-
ates more index matching operations and suffers from the poor
data reusability [33]. Additionally, in the aggregation phase,
inner product either needs to aggregate all neighbor information
of a node at once, which results in redundant memory access.
The two forms depicted in Fig. 9(d) and 9(f) can utilize the
column-wise product process, where the features of one node
are loaded at a time and the columns of W' can be calculated in
parallel. Furthermore, some datasets’ feature matrices such as
Cora and CiteSeer are inherently sparse, and the column-wise
product approach can skip some columns of the weight matrix
depending on the feature matrix columns [33].

According to the above analysis, we give the specific data
flow based on column-wise product of Combination and Ag-
gregation in BEAST-GNN in Fig. 10. The arrows in Fig. 10
indicate the data flow, where the circled numbers indicate the
order of the data flow. Arrows with the same number indi-
cate that the process is parallel, while an arrow with multiple
numbers indicates that the completion of the data flow
requires waiting for the completion of multiple data flows. The
highlighted portion indicates the smallest part of the computa-
tion process that needs to be loaded onto the chip. As shown in
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Fig. 10. (a) Data flow of Combination. (b) Data flow of Aggregation. The
arrows in the figure indicate the data flow, where the circled numbers indicate
the order of the data flow.

Fig. 9, during the Combination phase, denoted as wT x X7T,
only the features of a single node or a subset thereof are required
to be loaded onto the chip. Besides, leveraging the column-wise
product property, computations for each feature dimension are
executed concurrently across multiple PEs. Once the portion
of XW resulting from the combination operation reaches the
size of A or a predefined block size, the Aggregation process
initiates computation, establishing a pipelined workflow.

D. Enhancing Locality by Column-Overlapped Reordering
based Graph Partition

The order of matrix multiplication in BEAST-GNN is to
perform WZXT first, followed by A(XW). However, this
leads to the inability to form a good pipeline when the matrix
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Fig. 11.  The data localization of the adjacency matrix significantly improves
after applying column-overlapped reordering, allowing for the reuse of fea-
tures within the overlapped portion (highlighted in red in the figure) between
adjacent column-overlapped blocks, where M denotes the dimension of a
node’s features. Based on the graph partitioning approach depicted in the
figure for matrices A and A-reordered, the memory traffic for the column-
wise product is measured to be 45M and 31M, respectively.

multiplication of the two phases employs the same data flows.
This is because the results obtained from the W7 X” compu-
tation need to be transposed and then entered into the A(X V)
computation phase, which makes it impossible to immediately
consume the columns obtained from the W7T XT computation,
as shown in Fig. 10. Furthermore, in the case of large graphs,
the adjacency matrix must be partitioned during Aggregation
to ensure proper loading of the corresponding node features in
DRAM and on-chip memory, as depicted in Fig. 10(b). How-
ever, the data distribution obtained from direct partitioning is
irregular, resulting in poor data localization and repeated load-
ing of features, which leads to an increase in memory access.

To mitigate these issues, we employ a preprocessing method
called H Pgpco based graph partition to enhance data locality,
where H Pgppco denotes block-diagonal column-overlapped
hypergraph partition [1]. As shown in Fig. 11, this method
of matrix reordering has the following advantages: First, the
reordering of the adjacency matrix results in a significant in-
crease in the overall density over the original adjacency matrix.
Second, since the neighbors of the target node are all in the
closest block possible after the reordering, the times of feature
loading required for aggregation are greatly reduced, which
reduces the on-chip memory footprint and access to memory.
Finally, the overlap of features can be utilized multiple times,
which improves data reusability. Although the algorithm in
[1] exhibits the above advantages, it is limited by the graph’s
diameter, which restricts partitioning efficiency. To overcome
this, BEAST-GNN extends the approach by further partition-
ing large subgraphs after applying the algorithm in [1], en-
abling better scalability and performance on accelerator archi-
tectures. Additionally, as shown in Fig. 11, the row and column
coordinates of the adjacency matrix from [1] are asymmet-
ric post-partitioning, which introduces additional complexity.
BEAST-GNN efficiently addresses this issue by ensuring that
the accelerator can restore the hidden layers’ order after aggre-
gation, facilitating seamless computation for subsequent net-
work layers.

The graph partition process based on H Pgpco is detailed
in Algorithm 1. The inputs to Algorithm 1 include the orig-
inal graph G, the graph’s diameter K, and the target block
size P. The diameter K is crucial as the H Pgpco algorithm
generates a number of blocks equal to K(For multiple
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Algorithm 1: H Pppco based Graph Partition.
Input : Original graph G, target block size P, graph
diameter K.
Output: Column-overlapped-reordering graph G*.
/l The HPgpco [1] employs hypergraph-based partitioning

and converts the graph into a column-net hypergraph.

1 HyperG < ColumnNet(G);

2 HyperG' <+ HPgppco(HyperG, K);

3 initialize G*;

4 for each HyperG’,,, € HyperG' do
/I Ksy» denotes the number of partitions for the
subdivided subgraph HyperG~,,,. PARTITION method
is KaHyPar [17]

5 Koy < HyperG',, .num_nodes/P;

6 G, < PARTITION(HyperG’, ,, Ksub);

7 G* G UG

8 return G*;

9 Function ColumnNet (G: Graph):
10 initialize HyperG;
11 for each node € G do
// A node’s target nodes in a directed graph are
L represented as a column in the adjacency matrix.

12 Hyperedge < node.target_nodes;
13 | HyperG < HyperG U Hyperedge;

14 return HyperG,

connected subgraphs select the largest diameter of them). Ini-
tially, the algorithm converts the graph into a column-net hy-
pergraph (line 1), then forms a column-overlapped graph (line
2) to produce K blocks. Subsequently, each block is further
subdivided into smaller segments based on the target chunk size
P to create the final partitioned graph G* (lines 4-7). KyHyPar
[17] is a graph partitioning tool specialized for hypergraphs,
which can balance the graph partitioning efficiently.

The graph partitioning algorithm used in BEAST-GNN
stands apart from the methods employed in I-GCN and GROW.
I-GCN divides the graph into “islands” and “hubs”, where each
node is either part of an island or a hub. While this structure
allows for the reuse of aggregation results within islands, it
requires repeated searches of islands during inference, making
it inefficient for large graphs. GROW, on the other hand, uti-
lizes the METIS [22] algorithm to partition the graph based on
densely connected regions, which increases intra-subgraph den-
sity but leads to greater sparsity between subgraphs. In contrast,
BEAST-GNN’s method optimizes subgraph connections by en-
suring that overlaps in the adjacency matrix are minimized,
concentrating effective elements along the diagonal. As shown
in Fig. 12, BEAST-GNN significantly enhances data locality,
reducing computation cost during the aggregation phase and
improving overall processing efficiency.

The graph partitioning algorithm is performed offline with a
complexity of O(logP(V + E)) [1], where P represents the
number of subgraphs, V' is the number of nodes, and FE is
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(b) CiteSeer

(c) ArXiv

(d) Collab

Fig. 12.  The effect of H Pgpco based graph partitioning on the adjacency
matrix of (a) Cora, (b) CiteSeer, (c) ArXiv, and (d) Collab. For better
visualization, non-zero dots are enlarged.

the number of edges in the hypergraph, which is negligible
compared to the overall computational overhead of the GNN.
Specifically, the latency measurements for the graph partition-
ing method in a typical CPU configuration are compelling. On
an Intel(R) Xeon(R) Gold 6138 CPU @ 2.00GHz, the method
processes the datasets in 19ms, 22ms, 813ms, and 829ms, re-
spectively. In contrast, the corresponding inference times for the
GCN-SGQuant model on the same hardware are significantly
higher: 301ms, 367ms, 6282ms, and 9528ms (all averages over
10 runs). Additionally, the graph reordering is performed just
once and can be applied across all models, ensuring that it pro-
vides an efficient, reusable preprocessing step without adding
repetitive overhead.

E. Load Balancing by Sparse Bit Counting Strategy

As illustrated in Fig. 13, although the power-law distribu-
tion of subgraphs diminishes following the partition based on
HPgppco, an observable imbalance in neighbor distribution
remains. Most subgraph nodes have less than 4 neighbors, i.e.,
the maximum number of sparse elements that can be accom-
modated by the PE of BEAST-GNN, while some subgraph
nodes have a much larger number of neighbors than 4. To
mitigate this and boost the operational efficiency of BEAST-
GNN by reducing PE idleness, we have incorporated a Sparse
Bit Counting Strategy into the fetcher and dispatcher module.

As shown in Fig. 14, the fetcher and dispatcher implement a
Counter for each PE, tasked with tracking both the quantity of
sparse bits and the extent of columns they cover within each PE.
Each Counter fetches a column of sparse bits each cycle. When
the PE dispatch cache contains fewer than four sparse bits and
span less than two columns subsequent to dispatch, the sparse
bit will be allocated to the PE Spads. Following this allocation,
the respective feature will be retrieved based on the column
associated with the sparse bit. Conversely, if the PE contains
sparse bits surpassing these thresholds, they will be forwarded
to the next PE Counter. Simultaneously, the content will be
dispatched to the relevant PE for computation. Thus, each PE
is capable of obtaining a maximum of 4 sparse bits from two
distinct columns of the adjacency matrix in a round, owing to
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the PE design enabling concurrent feature computations from
two different rows. For instance, the PE1 receive F ; and Fj 1
simultaneously.

Moreover, BEAST-GNN incorporates an Inter-PE Accumu-
lator, allowing for the subdivision of a column’s elements within
a block across multiple PEs for computation when the count
exceeds 4. Subsequently, the results are accumulated across the
PEs based on their respective coordinates.

FE. Booth Encoder and Sparse Encoder

In Fig. 8(a), once the Memory Access Handler retrieves
weights or features from memory to the chip, the subsequent
step involves passing through the Booth Encoder to obtain
encoded bit-serial computation elements. BEAST-GNN lever-
ages the Radix-4 Booth Encoding technique [4], a method that
significantly diminishes the quantity of displacement operations
and partial products during bit-serial multiplication computa-
tions [31].

Upon obtaining the Booth-encoded matrix, BEAST-GNN
proceeds to partition the matrix based on the relevant bit slices,
routing it to the Sparse Encoder for sparse encoding. Adher-
ing to the principles of Radix-4 Booth Encoding, each value
element in the sparse matrix comprises 4 bits, encompassing
3 value bits and 1 sign bit. For instance, consider the 8-bit
integer 27, represented in binary as 00011011, which, through
Radix-4 Booth encoding, transforms into (none, 5, -2, 0), i.e.,
(none, 0101, 1010, 1000). Here, 5, -2, and O are allocated within
the sparse encoding of the corresponding matrix based on their
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positions. Furthermore, owing to BEAST-GNN’s implementa-
tion of column-wise product in its data flow, the sparse coding
format aligns with the CSC format.

As shown in Fig. 15(a), applying Radix-4 encoding followed
by bit-sliced CSC encoding to the weight and non-binary ad-
jacency matrices introduces additional on-chip memory con-
sumption. However, because the adjacency matrix has very high
sparsity and the weight matrix is typically small, the overall
increase in memory overhead, including the features, remains
relatively minor. Based on these characteristics, BEAST-GNN
applies Radix-4 and CSC encoding to the adjacency and weight
matrices, while the feature matrix is encoded only with Radix-
4, as shown in Fig. 15(b). The optimized data flow and pipeline
design ensure that this process introduces minimal latency over-
head.

V. EVALUATION
A. Experimental Setup

Benchmark Graph Datasets and Models. The datasets
and models utilized in our evaluation adhere to the configura-
tion outlined in Table II. In addition, since BEAST-GNN can
efficiently handle models quantized with arbitrary bit-widths,
three quantized GNN models, GCN-SGQuant [8], Degree-
Quant GIN(GIN-INTS8) [35], and SMP [37], are selected for
our evaluation experiments. BEAST-GNN can be applied to the
mentioned GNN models due to its ability to efficiently map
their computational processes to matrix multiplication. This
flexibility not only allows BEAST-GNN to meet the compu-
tational demands of the above models but also enables seam-
less integration with other GNN variants, such as GraphSage
[15] by simply adding a sampler. Furthermore, for more com-
plex models like GAT [36], the computation of attention val-
ues e;; = o(W[Wh;||Wh;]) can also be mapped to matrix
multiplication, where o represents the activation function, W
is the weight matrix, and h is the feature matrix.

Baseline Architectures. To benchmark BEAST-GNN
against current state-of-the-art accelerators in terms of
performance, energy efficiency and area, we selected HyGCN
[39], GCNAX [24], GROW [21], Laconic [31], I-GCN
[14], SGCN [41], MEGA [44] for comparison. HyGCN is a
hybrid-architecture GNN accelerator containing an aggregation
engine and a combination engine. GCNAX is a outer product
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TABLE III
THE CONFIGURATIONS OF COMPARED ARCHITECTURES

Computing 5 L. Tiling or
Accelerator Unit@ 1GHz Area(mm”)  Precision Graph Partition/Reorder
16 MACs . o
HyGCN* 4 SIMD16 2.085 16 bits Tiling
GCNAX 32 MACs 2.264 16 bits Tiling
Laconicx 8 x 4 LPEs 1.838 1-16 bits —
GROW 32 MACs 1.959 16 bits Graph Patition/Reorder
I-GCN 32 MACs 2.597 16 bits Graph Patition/Reorder
16 MACs . -
SGCN* 4 SIMD16 2.332 16 bits Tilling
4x8x32 BSEs . .
MEGAT 256 Aggre Units 2.136 1-16 bits  Graph Patition/Reorder
BEAST-GNN 64 PEs 1.759 1-16 bits  Graph Patition/Reorder

* 16 MACs for combination and 4 SIMD16 for aggregation.
* The COO format encoding was applied to the adjacency and feature matrices [28].
1 BSEs for combination and Aggre Units for aggregation.

based SpDeGEMM accelerator tailored for GNNs, which
proposes a dynamically reconfigurable loop unrolling and
tiling mechanism for Aggregation. GROW is a row-wise
product based SpDeGEMM accelerator tailored for GNNs.
Laconic is a complete bit-serial accelerator that accounts for
bit sparsity, conducting multiplication computations when
both multipliers are in bit-serial format. Laconic is designed
for conventional neural networks and do not readily adapt
to the inherent irregularity of graph structures. I-GCN is a
GNN accelerator specifically designed to reduce redundant
aggregation computations by utilizing online reordering.
SGCN is a deep GNN accelerator that introduces a specialized
encoding method for handling deep, dense node features.
MEGA is a GNN accelerator that flexibly quantizes graph
node feature bit-widths through a hardware-software co-design
approach.

Methodology. The performance, energy efficiency and area

of BEAST-GNN and baseline architecture are measured by
using the following methods.
Performance. We have developed and implemented a cycle-
accurate and execution-driven simulator to precisely measure
execution time in terms of the number of cycles. The sim-
ulator operates based on the analyzed GNN models, graph
datasets and the reordered adjacency matrices (refer to Ta-
ble II), extracted utilizing PyTorch Geometric [10], KaHyPar
[17], Metis [22], and OGB (Open Graph Benchmark) [19].
To ensure a fair comparison with HyGCN, GCNAX, GROW
and Laconic, I-GCN, SGCN, MEGA, BEAST-GNN has been
set up to deliver equivalent levels of computational throughput
and off-chip memory bandwidth(128GB/s), alongside similar
on-chip SRAM capacity(378KB). The Weight, Feature and
Output SRAM of BEAST-GNN are divided into 16 banks.
We initially set the maximum bit-width to 16 bits for all ar-
chitectures is that the weight matrix of GCN-SGQuant and
hyperparameters of SMP are 16 bits. Table III presents a
concise overview of the crucial architectural parameters within
BEAST-GNN’s baseline configuration. Furthermore, to ensure
a fair comparison, we evaluate the performance of BEAST-
GNN, GROW, and SGCN on the GIN-INT8 and GIN-INT4
models with 8-bit and 4-bit precision, respectively. Among all
fixed 16-bit baselines, GROW and SGCN outperformed the
others.
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Area. We measure the modules’ area of architectures by im-
plementing it in RTL using Verilog. The RTL model is syn-
thesized with Synopsys Design Compiler [6] targeting 1 GHz
of operating frequency using the FreePDK 45nm standard-cell
library [11].

Energy Efficiency. In assessing energy efficiency, we uti-
lize a computing’s energy model [18] to quantify energy per
operation for arithmetic operations and off-chip DRAM ac-
cesses. To estimate the power and energy consumption related
to on-chip SRAM usage, we employ CACTI [27] designed
for the FreePDK 45nm process [11]. Given that the on-chip
SRAM space significantly influences the area of chips, we
leverage CACTI’s leakage power to approximate static energy
consumption.

B. Overall Results

Speedup. Fig. 16 shows that BEAST-GNN achieves an
average speedup of 21.7x, 6.4x, 10.5%, 3.7x, 4.0x, 3.3x,
and 1.4x compared to HyGCN, GCNAX, Laconic, GROW,
I-GCN, SGCN, and MEGA respectively. This performance
improvement can be attributed to BEAST-GNN’s effective
utilization of flexible bit-width and bit sparsity in the GNN
computation process, as well as its enhanced data locality
strategies in the aggregation process. Firstlyy, BEAST-GNN
employs a bit-serial computation approach, which can
selectively access and compute only the effective bit-width
required in the GNN computation process, thereby improving
efficiency. Secondly, BEAST-GNN makes full use of bit
sparsity by sparse coding the bit matrices of the adjacency and
weight matrices, and densing the essential bits of the feature
matrices, effectively reducing the computational workload.
Thirdly, BEAST-GNN enhances data locality through a

column-overlapped reordering based graph partition strategy,
which helps to pipeline the Aggregation and Combination
process, ultimately reducing DRAM access. Finally, BEAST-
GNN improves load balancing among PEs through the
Sparse Bit Counting Strategy, further enhancing the overall
computational efficiency. Furthermore, as shown in Fig. 18(a),
BEAST-GNN maintains a significant advantage even under the
same maximum bit-width, achieving 2.58 x and 1.98 x speedup
over GROW and SGCN, respectively. This improvement is
primarily due to the higher bit sparsity enabled by low-
precision quantization and, as illustrated in Fig. 18(b), the
effective reduction of DRAM access through BEAST-GNN’s
reordering algorithm. This evaluation highlights BEAST-
GNN’s ability to efficiently adapt across different bit-widths,
reinforcing its advantage in lower-fixed-precision GNN
processing.

BEAST-GNN’s speedup is exceptionally impressive relative
to HyGCN, given that HyGCN’s (AX )W execution order leads
to a considerable surge in supplementary MAC operations. In
addition, HyGCN employs a hybrid architecture, which can
lead to low utilization of a certain part of the GNN when
the two phases of the GNN are computationally unbalanced.
In comparison, while Laconic is also capable of leveraging
the flexible bit-width and bit sparsity inherent to the GNN
computation process, it struggles to effectively the inherent
irregularities of graph computations. This limitation introduces
a significant number of additional DRAM access operations,
which ultimately hinders Laconic’s performance. For GROW,
GCNAX and I-GCN, because of their default feature matrix
X as a sparse matrix, it brings a lot of extra DRAM accesses
for feature-dense datasets such as arXiv and Collab. As for
SGCN, its encoding method for deep, dense feature matrices
results in more pronounced acceleration effects for SMP with
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Fig. 18. Comparison of Speedup and DRAM Access Reduction for GROW,
SGCN, and BEAST-GNN on the GIN Model. The 8-bits and 4-bits indicate
the maximum bit-width of these architectures, corresponding to the GIN-INT8
and GIN-INT4 models (normalized to GROW).

10 layers, although it is limited by the overhead imposed by
fixed bit-widths and heterogeneous architectures. MEGA is the
architecture most similar to BEAST-GNN. Howeyver, its addi-
tional overhead, compared to BEAST-GNN, primarily arises
from not fully exploiting bit sparsity.

DRAM Access. As shown in Fig. 17, BEAST-GNN achieves
average DRAM access reductions of 36.3x, 7.9x, 6.6x, 3.9x,
5.38x%, 3.37x, and 1.44x compared to HyGCN, GCNAX,
Laconic, GROW, I-GCN, SGCN, and MEGA, respectively.
These significant gains can be attributed to two key aspects
of BEAST-GNN’s design. Firstly, the bit-serial computation
method employed by BEAST-GNN enables flexible access
to data of arbitrary bit-widths, thereby reducing unneces-
sary DRAM accesses. Secondly, BEAST-GNN improves the
density of effective blocks in the adjacency matrix through
its column-overlapped reordering based graph partition strat-
egy, which enhances data reuse and further reduces DRAM
access.

In comparison, HyGCN, GCNAX, and SGCN apply tiling
only to the adjacency matrix without sufficiently enhancing
data locality, resulting in excessive DRAM accesses. Notably,
SGCN introduces an encoding method for dense matrices,
which reduces memory overhead. While Laconic can reduce
DRAM accesses by leveraging flexible bit-width reads on
features and weights, its inability to handle the irregularities
inherent to the Aggregation process introduces significant
overhead. Although GROW performs graph partitioning
using Metis, the sparse connections between the partitioned
subgraphs still result in irregular access patterns. [-GCN
employs a graph reordering strategy designed to identify
frequently aggregated node clusters to reduce redundant
aggregation. However, its online search approach requires
multiple rounds to discover effective clusters, thereby
increasing overhead. MEGA, employing a dynamic node
scheduling strategy called Condense based on METIS,
reduces subgraph overlap but, for larger graphs, struggles with
numerous sparse interconnections due to insufficient global
information.

Energy Efficiency. As illustrated in Fig. 19, BEAST-GNN’s
average energy consumption is only 4.8%, 12.4%, 19.6%,
27.7%, 17.0%, 26.5%, and 82.8% compared to HyGCN,
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GCNAX, Laconic, GROW, I-GCN, SGCN, and MEGA
respectively. The energy consumption of all these architectures
includes the accessing off-chip memory. This is due to the
fact that for the inherent irregularities of the graph during
the Aggregation process, the majority of the energy is
expended on off-chip data movement, rather than on-chip
SRAM access or computation. BEAST-GNN’s superior
energy efficiency can be attributed to two key factors. Firstly,
BEAST-GNN’s bit-level computation optimizations effectively
reduce the overall computational workload. Secondly, its
enhanced data localization strategies, enabled by the graph
partitioning techniques employed during the Aggregation
process, contribute to the improved energy efficiency.

Area Analysis. As shown in Table IV, the total area
of BEAST-GNN is 1.759 mm?2, synthesized using a 45nm
standard-cell library. Compared to HyGCN, GCNAX, Laconic,
GROW, I-GCN, SGCN, and MEGA, BEAST-GNN achieves
reductions in chip area of 15.6%, 22.3%, 4.3%, 10.2%, 32.3%,
24.6%, and 17.6%, respectively. The majority of the area (78%)
is occupied by on-chip SRAM, as the main computational units
of BEAST-GNN are the adder and the decoder, which are
significantly smaller in size compared to the MAC units used
in HyGCN, GCNAX and GROW. In SGCN, an additional en-
coder designed specifically for dense feature matrices increases
the area overhead compared to HyGCN. The online graph re-
ordering module in I-GCN, which is used to reduce redundant
aggregation, also occupies a large portion of the on-chip area.
Additionally, the heterogeneous aggregation and combination
architecture in HyGCN, SGCN, and MEGA introduces extra
area overhead.

Ablation Study. To clearly elucidate the sources of BEAST-
GNN’s acceleration, we conducted an ablation study and quan-
tified the impact of isolating our graph partitioning strategy
and load balancing strategy, as shown in Fig. 20. The baseline
BEAST-GNN employs the data flow described in Section IV-C
and the hardware configurations presented in Table IV, without
the application of any other strategies. We average the speedup
of the 4 datasets. The experimental results demonstrate that
the graph partition strategy alone achieves an average 1.47x
speedup, while the load balancing strategy alone delivers an
average 1.39x speedup. By applying both the graph partitioning
strategy and the load balancing strategy, a combined speedup
of 2.21x can be achieved.

Sensitivity Study. Given that BEAST-GNN effectively re-
duces DRAM accesses through its flexible bit-width access
and graph partitioning strategy, we conduct a sensitivity anal-
ysis to further explore the impact of off-chip memory band-
width on the performance of BEAST-GNN and other compared
architectures. Fig. 21 illustrates the changes in speedup for
BEAST-GNN and the compared architectures as the memory
bandwidth is varied from 16GB/s to 256GB/s. All architec-
tures have normalized their own performance with the 128
GB/s memory bandwidth, in order to highlight their robust-
ness at different memory bandwidth levels. As shown in the
figure, BEAST-GNN exhibits the least sensitivity to memory
bandwidth, demonstrating the smallest change in performance
when the DRAM bandwidth is varied. This indicates that
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TABLE IV
THE CONFIGURATION AND BREAKDOWN OF BEAST-GNN
Number
Component 0:_1 Size Area(mm?2)  Power(mW)
Bit Spad 4x2x64 0.036 7.014
4x2x64
Coords Spad (4KB) 0.028 10.257
Processing Adder 8x 64 0.031 10.240
Element Decoder 4x64 0.029 3.840
Accumulator 8x64 0.048 41.856
Composer 2x64 0.042 10.880
DEMUX 64 0.156 7.667
Partial Sum Spad 5004 0.022 7.344
artial Sum Spa (6KB) . .
On-chi Weight SRAM 32KB 0.135 50.544
Merﬁo‘rp Feature SRAM ~ 256KB 0.894 356.976
y Output SRAM 80KB 0.299 121.928
Encoder Booth Encoder 8x 64 0.004 1.441
Sparse Encoder — 0.022 2.166
Others — 0.013 5.462
Total - 1.759 630.272
3
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Fig. 20. BEAST-GNN’s average speedup when incrementally applying our

proposed optimization strategies (from left to right).

098

Speedup

——1G
= SGON
= MEGA

e BEAST-GNN

0.74

1.06

/ ——can

L

02t

0.84

G"
&

(a) GCN-SGQuant

Fig. 21.

o

)
&

& &
&

0.66

»

P S
& ,5\9 & \'\?’o ,\3“0

(b) GIN-INTS

&
& £

:
P & &

&
A

(¢) SMP-INT4

Sensitivity to DRAM bandwidth (Normalized to 128GB/s).

BEAST-GNN possesses a high degree of robustness in terms
of performance, outperforming the other architectures under
diverse memory bandwidth conditions.

VI. CONCLUSION

In this paper, we propose an architecture for GNN infer-
ence called BEAST-GNN. The architecture is based on bit-
serial computation, which enables the full utilization of bit-level
sparsity during GNN computation, and is specially designed

to optimize the data flow of GNNs. Additionally, the architec-
ture further enhances the GNN computation process by em-
ploying a column-overlapped reorder based partition strategy
and a sparse bit-oriented load balancing strategy, significantly
improving the operational efficiency of GNNs. Compared to
the existing state-of-the-art GNN and bit-serial accelerators,
including HyGCN, GCNAX, Laconic, GROW, I-GCN, SGCN,
and MEGA, BEAST-GNN achieves 21.7x,6.4x, 10.5x,3.7x,

4.0x, 3.3x, and 1.4x speedup, respectively.
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